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Abstract

We have developed GrafiXML, an original user interface builder in that it enables designers and developers to design several UIs simultaneously for multiple contexts of use, i.e. for many users, platforms, and environments. For this purpose, it maintains coordination between three representations: an internal representation consisting of specifications in User Interface eXtensible Markup Language (UsiXML), an external representation consisting of the interface preview, and a conceptual representation consisting of a user interface model. GrafiXML is an intelligent UI builder in that it maintains model consistency between these representations through a set of mappings based on a user interface ontology. Thanks to this mechanism, GrafiXML provides a unique set of features for supporting designing interfaces for multiple targets. These features are defined, motivated, discussed, and exemplified on a simple interface. Then, it is explained how the UI resulting from this design can support one or many levels of independence with respect to the underlying context of use.

1. Introduction

Many powerful tools now exist for developing Graphical User Interfaces (GUIs) [4,16,19,25]. These toolsets typically include a builder tool which is a visual editor for developing the GUI graphically for each corresponding operating system or environment, such as Aqua [1] for MacOS, Xf for Tcl/Tk, V4All for Eclipse [2], or UIM/X for OSF/Motif. A developer designs a GUI using a palette of interface interaction objects. When the appearance of the GUI is satisfactory, the developer directs the tool to generate code for the newly constructed User Interface (UI). Some GUI builders go a step further and allow the developer to associate algorithmic code with user interface components. These tools are classified as User Interface Management Systems (UIMSs) [19]. Such tools could drastically speed up the GUI development process because much of the code can be generated automatically [17], which is important since the GUI may occupy a significant portion of the total code [19]. However, an inherent limitation of these tools is that they only provide a subset of the options available in a GUI toolkit. Sometimes the abstractions provided are not sufficient to develop complex parts of the GUI, which means that the developer must then modify the generated code to fine-tune the interface. Migration from another user interface implementation is done manually, requiring a developer to make decisions about mappings and translations from the GUI in the source platform to the GUI in the target platform. Therefore mappings between GUI components may not be consistent across multiple contexts of use such as different computing platforms. The lack of support for multiple contexts of use (and not only multiple computing platforms) process makes it tedious, error-prone, and time-consuming. There are some exceptions that confirm the rule: Galaxy [9] and Simple UI Toolkit [21] embed such abstractions so that each UI developed for a particular computing platform (say for instance MacOS) is automatically translated into exactly the same UI for the other computing platform (say for instance, Linux). But the UI remains basically the same in terms of both components and layout and does not take advantage of the new platform.

There is no genuine support for building UIs in a coordinated way for multiple contexts of use where the context of use is defined as a triple \((U, P, E)\) where \(U\) represents any user stereotype, \(P\), any computing platform, and \(E\), the physical environment in which the user is carrying out her task with the designated platform. There are some tools that model the UI and that generate UI code from these models [19], but no UI builder for multiple contexts of use. A target is defined by a particular UI tailored for a given context of use. Therefore, we believe that today, we do not have any multi-target UI builder.

In the next section, the related work will be structured around three UI representations. Then, GrafiXML, a unique multi-target UI builder will be presented based on identified requirements. All its unique facilities will be exemplified on a running example. The paper will end with a summary of those features and some avenues for future research.
2. Related work

Three main starting points in building UIs are typically found in UI tools (Fig. 1) [3,19]:

1. The internal representation is the programmers view, consists in the description of the implementation aspects of the application.
2. The external view consists in a view of the interface appearance and basic behavior.
3. The conceptual view provides an insight on the logical structure underlying a user interface. A conceptual view provides the designer with a set of abstract concepts facilitating reasoning on the artifact that is being built (e.g., a finite state machine, a class diagram or rule-based systems [13]).

These three views define three possible points to initiate the process of UI development life cycle. By defining transitions between these representations, nine theoretical approaches for UI building exist (Fig. 1).

Figure 1. A classification of UI development practices.

In a programmatic approach (transition 1), the internal representation is obtained by a direct UI coding. Theoretically, a UI may be coded with any programming, markup or scripting language. Practically, some languages do a better job than others in proposing to designers sets of pre-defined components especially tailored for UI construction. Several transitions may be defined from an internal representation:

- An internal-external generation approach (transition 4) derives an external representation from an internal representation (e.g., a web page coded in HTML is rendered in a browser). For example, a XUL UI [20] can be rendered by an engine.
- An internal-conceptual derivation approach (transition 7) derives from the internal representation a conceptual representation (e.g., reverse engineering HTML code in order to obtain an abstract view).

In an exploratory approach (transition 2), an external representation is firstly provided (i.e., with a visual editor or a mock-up tool) that then initiates:

- An external-internal representation approach (transition 5) derives an internal representation from an external representation (e.g., code generation from visually built forms in Visual Basic [17]). Most UI builders, such as MOG UI builder [7], GUIB [10], GTK+ [11], Tilcon UI [23], TrollTech [24], Unidraw [28] fall in this category. SUIT [21] also belongs to this category with the advantage that any UI built for a particular platform is rendered equally in others. The Galaxy Visual Resource Builder [9] is a powerful visual tool for constructing a multi-platform GUI. The resources created by the Visual Resource Builder are stored in a totally portable binary format. Springs and Struts describe the size and positioning constraints of GUI widgets so that all geometry management is done automatically at runtime. Graphical styles [12] are specified independently of the GUI to render them at runtime.

- An external conceptual derivation (transition 8) derives a conceptual representation from an external representation. For instance, CanonSketch enables the designer to sketch a UI first and to generate an underlying model behind [6].

In a specification-based approach (transition 3), one starts with an abstract UI representation (e.g., a description, a model, or UI specifications) to pursue with:

- A conceptual-external generation approach (transition 6) derives an external representation from the conceptual representation. For instance, XXL [14] enables the designer to build a hierarchical model that is straightforwardly represented. FormsVBT [3] is unique in that it combines a conceptual UI representation expressed in TeX language and an external representation to produce code. Any change in one view is automatically propagated in the other.

- A conceptual-internal generation approach (transition 9) derives an internal representation from the conceptual representation. For instance, The Cameleon reference framework [5] reports on various approaches that start from a task and domain model and terminate with a final UI matching them. In [8], an ontology of the concepts are used to progressively derive a corresponding UI. One single model could be used for this purpose or multiple [26].

The next section will demonstrate that GrafiXML supports all the UI development practices depicted in Fig. 1. Indeed, it relies on all these transitions since it simultaneously combines all three views (i.e., internal = UsiXML specifications, external = graphical representation, and conceptual = concrete UI model) and that each change applied on one representation is straightforwardly propagated in the others so as to maintain one-to-one mapping between the representations. In this way, the designer is free to apply her own preferred UI development practice.
3. A Multi-target UI builder

This section will progressively introduce, motivate, detail all original features of GrafiXML and exemplify them on a simple running example to facilitate the understanding.

3.1 Running example

Let us consider a simple GUI consisting of a login and a password for connecting to a remote system independently of the platform used by the end user. If the combination login+password does not match those recorded in a database, an error message is produced depending on the results. Fig. 2 reproduces GrafiXML’s composer where this simple UI is drawn by dragging widgets from the palette and dropping them onto the working area. For this part, GrafiXML is similar to any other UI builder except that more properties can be specified for each widget since it is modeled through a concrete UI model. The left pane of Fig. 2 depicts the list of current projects.

3.2 Platform-independent UI design

It is possible to design a GUI independently of any computing platform and any look & feel by drawing it in the composer. Since GrafiXML is implemented in Java, it will adopt the look and feel of the computing platform on which it is running, but this does not mean that the GUI being designed is targeted towards this platform. The GUI being designed is stored in UsiXML 1.8.0 [27]. Export plug-in’s automatically generate code corresponding to various computing platforms such as Java, XUL, or XHTML. If there is a need to preview a GUI for a specific platform, the preview can be obtained according to various schemes such as MS Windows, OSF Motif, and Java (Fig. 3). Rendering engines exist in two forms: code generators (which could be internal plug-in or external transformation engines) and UsiXML interpreters (which opens a UsiXML file and renders it in the environment). For the moment, interpreters exist for Java, Adobe Flash, and Tcl/Tk.

3.3 Specification of a context of use (target)

Once a GUI is designed in the composer, a particular context of use (or target [5]) can be attached to express that this GUI is relevant for that target. A target is composed of at most three aspects (which do not necessarily be specified): a user (which is characterized by attributes such as task experience, disabilities, motivation, experience with interaction devices, preferences), a platform (which is specified according to a subset of CC/PP recommendation from W3C), and an environment (which is specified by a set of attributes such as level of noise, location, neighborhood, stress level). The context editor (Fig. 4) used to specify these models is invoked from the composer and automatically generates UsiXML specifications corresponding to the target specified. It is important to maintain specifications in the same User Interface Description Language (UIDL) so as to export the file in one shot and to allow easy transformations. All inputs are achieved by direct manipulation of the concepts involved in the models. A property sheet is then available for those aspects which cannot be specified graphically.
3.4 Multi-target UI design

If a GUI should run in many different contexts of use, then alternative GUI designs should be specified and added for each new context of use, thus leading to specifying a multi-target UI. In this case, each time a target changes, the corresponding UI changes. If the same GUI should be expressed to work on different contexts of use (e.g., the same GUI on different platforms), it is not required to reproduce the same GUI: only the alternative contexts (more precisely here, the alternative platforms) should be specified. Contexts of use can be arranged according to an inheritance hierarchy. In this way, a sub-platform could be specified as a child of an existing platform model. Multiple sub-models of a single model could be specified equally to support multi-model and multi-level UI modeling [26].

Let us imagine in our example that once the login and password are entered, the end user is being asked the platform on which she would like to continue and that the UI will change accordingly. Fig. 4 shows that a GUI is specified for three contexts of use: a stationary context with a desktop PC, a transient context with a PDA, and a mobile context with a mobile phone. In our example, if we do not want to use different UI specifications for PDA and mobile phone because all the widgets we use are available on those platforms, we can factor out the common parts. We only specify that our application is designed to run on those platforms. The rendering engine will adapt the UI for PDA and mobile phone accordingly. Fig. 5 reproduces the new situation in the composer with the corresponding UI variations. The “Options” frame contains the properties of each UI object, whether it is composed or individual. Fig. 6 shows the UI exported in XUL [20] thanks to the “Export to XUL” plug-in [27] and rendered in the XUL-compatible Mozilla browser. This UI can also be run on a mobile phone (Fig. 7) with a XHTML browser. Thanks to the “Export to Java” plug-in [27], once your .java file compiled, you can run it on any Java-compatible platform, such as a MacOsX (Fig. 8). We can use InterpiXML, a UsiXML V.1.8.0 interpreter implemented in Java 1.5, whose rendering on a Linux platform is reproduced in Fig. 9. Last but not least, thanks to the “Export to XHTML” plug-in [27], our application can run on a browser for disabled users, such as a text-based browser (Fig. 10).

3.5 Multi-target UI Localization

Localizing a UI often means a UI specialization (or generalization) for a particular culture, set of users, or population. In this way, all parameters related to user stereotypes are captured in the user model, one of the three dimensions of a target. Therefore, it is possible to support multiple localization of UI, such as for different natural languages at any time. When a new language is added in GrafiXML, it creates automatically a
new context for this language copying the data of the previous context so that you can modify this context yourself as shown previously. In our running example, six contexts will be finally incorporated (Fig. 4): PDA in French, PDA in English, Mobile in French, Mobile in English, PC in French, and PC in English. Grafi-XML adds a contextual menu on all widgets to allow the designer to translate their contents for any language. All components have a lot of content you can localize such as text content, icon, shortcut, and tooltip. Fig. 11 shows two definitions of the Cancel push button, one in French and one in English.

3.6 Three-representation UI Design

Depending on the designer’s preference, the UI can be designed in any of the three representations (Fig. 1):

1. The internal representation consists of UI specifications expressed in UsiXML V1.8.0 (www.usixml.org), a XML-compliant UIDL for multi-target, multi-model [26], and multimodal UIs. On the upper left of the XML Editor (Fig. 12), we have a tree-based view of the UsiXML specifications. A single click on a node of this tree will select the corresponding lines in the editor. When a node is selected, the bottom left pane shows all the attributes available for this node. You can modify them by selecting the value in a drop down list if values are static, checking a combo box if the value is a Boolean or edit them if it is composed text. You can also edit the UsiXML specification directly in the XML editor if you really want to do so. Expert designers who are familiar with the language may refine the specifications directly in this window.

2. The external representation consists of a view provided in the composer. It is a synthetic and simplified view of every widget (as in Fig. 5). 32 widgets are today supported to cover a wide range of platforms. A preview facility allows the designer to see the resulting UI for a particular Look & Feel for a particular platform that has been specified, thus reaching the level where a true external representation is brought to the designer’s eye.

3. The conceptual representation consists of a Concrete User Interface (CUI) model, made of objects that are independent of any context of use. At any time, the corresponding Abstract User Interface (AUI) model is also generated to augment translation capabilities, as in the Cameleon framework [5]. Any editing applied to any particular representation is immediately propagated in the other two representations, as in FormsVBT [3]. For this purpose, an ontology of the CUI and AUI are exploited to maintain a set of mappings between the representations [26].
3.7 Annotation-based UI design

Not all information related to the UI objects can be captured in any existing UI builder that fits all the purposes. This is also applicable to GrafiXML: although a conceptual representation is maintained for both a CUI and a AUI, possibly along with a context model, it cannot capture all design aspects through the underlying model. Therefore, there is a need to provide some support for annotation-based design. An annotation is defined as any information captured at UI design-time that needs to be further exploited in the remainder of the UI development life cycle. It could be a guideline for a model-to-code generator, a model-to-model transformation engine, or simply for human purposes. Several types of annotations are defined: Presentation (any guideline related to presenting information such as a metric, a convention), Specification (any guideline related to the connection with the data base, such as the data type), Verification (any syntactical or semantic constraint to be verified, such as a mask, a profile, or a regular Perl expression), Discussion (any design consideration that requires further attention and refinement) and Tools (any guideline that will be exploited later on by other software for automatic processing). All these annotation types have options such as task, domain for Specification, description for Presentation, etc. For instance, SketchiXML (http://www.usixml.org) is a multi-fidelity software for sketching a UI which can export a UI into a UsiXML file. This file can then be in turn imported in GrafiXML and refined. Or in the other way around. When multiple designers collaborate in the design case, an annotation can be refined with a sub-type such as “decision”, “proposition” or “argumentation” to capture at design-time multiple or alternative UI design considerations and facilitate the decision. An annotation can be augmented by text, image (e.g. a drawing), sound or voice (e.g., a vocal comment). Annotations are saved in the UsiXML description, such as (Fig. 2, central frame):

<annotation annotation-Type="Discussion#proposition" file="capture4.png"> Is this widget is at the right place? </annotation>

3.8 Visual UI (de)composition

A GrafiXML plug-in, called ComposiXML, has been developed in order to compose and decompose existing GUIs. In UI builders, UI recomposition is traditionally performed by copying and pasting UI controls of interest from one UI to another one, thus requiring many manual adjustments such as alignment, resizing, reshuffling. These operations, although simple, are often perceived as tedious [25]. To overcome these shortcomings, the Operator allows the designer to select one or two GrafiXML projects, that is one or two UsiXML files, and make some composition or decomposition operations on these UI, which are as follows:

- **Unary Operators**: these operators are used to operate on a single UI at a time. They are used to filter, remove widgets or change a kind of widget by another.
- **Binary Operators**: these operators are used to compose a single UI from different UIs. You can choose to remove duplicated items or select only those items. In our running example, we decided to merge the three windows of Fig. 5 into a single one. ComposiXML provides the fusion binary operator (Fig. 13) for obtaining the final UI reproduced in Fig. 14.

Figure 13. Interface of composition plug-in.

Figure 14. Fusion of three windows into a single one.

3.9 Graceful degradation of UI

An important requirement identified for multi-target UI [5,16] is the ability to easily transform a UI existing for a source context into a new one that is tailored to a target context. For example, a GUI designed for a desktop PC may not fit in the constraints imposed by a smaller platform, such as an Internet ScreenPhone or a PDA. Therefore, instead of starting designing a new UI from scratch, it is desirable to apply a series of transformations to the initial GUI to adapt it to the final context. The “Graceful degradation” plug-in has been developed for changing a GUI to fit it for another platform in a logical way for an entire UI, and not just a window of it. For instance, we can develop a PC UI and transform it into a PDA one. The plug-in offers five families of transformation rules which can be specified and triggered at once or separately (Fig. 15):

- Resizing rules
- Moving rules
- Interactor transformations (e.g., a radio button is reduced to a combo box as in Fig. 16)
- Image transformations
- Splitting rules

The primary advantage of this approach is that transformations are applied logically on the conceptual representation, thus updating the other views accordingly.
3.10 Usability evaluation of UI at design-time

Since a UI conceptual representation is continuously maintained throughout the development life cycle, it is an appropriate candidate to apply model-checking techniques to verify properties of interest, such as usability guidelines, physical properties, heuristics, rules of thumbs or any other type of evaluation principle [4]. For this purpose, UsabilityAdvisor (www.usixml.org) is a GrafiXML plug-in that performs logical evaluation of properties expressed in a XML-language on the corresponding UsiXML specifications of the GUI of interest. The evaluation could be performed on a single UI at a time (e.g., checking the alignment of controls) or multiple UIs simultaneously (for example, one can check the consistency between windows across multiple targets by asking the plug-in to compare the model definitions across the multiple targets). This is particularly appreciated when several versions of the same UI should be maintained in a coordinated way, such as in the multi-target situation. If the designer wishes to check another guideline, she may enter the guideline in the XML language and see its evaluation incorporated without changing the evaluation engine.

3.11 Multiple levels of independence

Thanks to the different models involved in GrafiXML, it is possible to specify a GUI dependently or independently of various concerns on demand. Five levels of independence are depicted in Fig. 17:

- **Device independence**: the CUI level allows expressing a UI without any reference to any term belonging to a particular input/output device. In particular, there is no physical coordinates for any widget constituting the UI, either absolute or relative. In this way, the description of the UI is independent of any screen resolution, any window manager or toolkit.

- **Platform independence**: when a CUI does not preclude any reference to a particular computing platform, it is said to be platform independent, which is the case for a CUI. However, if a link between a CUI and a particular platform needs to be established, a mapping between this CUI and a platform model could be maintained as long as this is relevant.

- **‘Modality of interaction’ independence**: the AUI level allows expressing a UI without any reference to any term belonging to a particular modality of interaction (e.g., graphical interaction as in GUIs, sonic interaction in auditory interfaces, speech synthesis/recognition in speech interfaces, haptic for touch-sensitive interfaces). Since this level is independent of any modality of interaction, only a recursive decomposition of actions is produced. A same platform may combine one or many interaction modalities.

- **Channel independence**: a channel is defined as a particular computing platform, along with a selected set of modalities of interaction in a given physical environment. For instance, using an interactive kiosk with an Internet navigator that is HTML-enabled and connected to a T1-network consists of a particular channel of interaction. Another channel could be for instance the production of structured PDF documents from the same content to be delivered through Internet web sites. When a AUI does not preclude any reference to any channel, it is said to be channel independent. When a need arises to create a mapping between a AUI and its relevance for a particular channel, a mapping between this AUI and a corresponding platform can be established and maintained.

- **‘Context of use’ independence**: ultimately, any AUI is said to be context-independent when there is no reference to any term relevant to a context of use [5]. When such a reference exists deliberately, the AUI is mapped to a context model stating that this AUI is relevant to this context of use, although the AUI does not contain any descriptor.
5. Conclusion
In this paper, we have introduced, motivated and discussed GRAFIFXML, a software that supports multi-target design of UIs thanks to a set of several facilities that are often cited as requirements for selecting an appropriate UI builder [4,16,25]: platform independent design, multi-target, localization, context editing, usability evaluation are among them. In the near future, we will deploy a system for fostering plug-in deployment over the Web in order to allow any interested party to make a new plug-in largely available.
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