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Abstract. As users become more and more demanding about the software envi-
ronments they use, they need environments offering them the possibility to in-
tegrate new tools in response to their emerging needs. However, most high-
level component composition solutions remain out of reach for users. Thanks to 
an innovative approach that tends to provide more understandable components, 
we propose in this paper a new mechanism in order to assist high-level compo-
nent composition. This approach proposes to realize this composition through 
tasks models assembling. The assistance we propose is based on an adaptation 
of tree algebra operators and is able to automatically merge tasks trees in order 
to assist high-level component integration in a more global environment. 

1 Introduction 

Many theoretical and empirical studies have already demonstrated the emerging na-
ture of users’ needs towards their activities and the environments supporting them 
[3,11]. Actually, many research works tend to integrate in the software environments 
the mechanisms suited to support these emerging needs, and to give the users the 
possibility to make these environments evolve. One solution is to allow the users to 
integrate tools inside their environment, i.e. to compose high-level software compo-
nents. In order to be efficient and accurate, such integration should be fine and dy-
namic. Despite the great amount of work and advances that have been made in the 
field of component integration or composition, one must agree that the available solu-
tions are still generally complex and always directed to a public of software develop-
ment experts. The purpose of our work is to facilitate the fine and dynamic integration 
of tools (or high-level components) inside a global environment. In order to reach this 
goal, we can identify two aspects on which we have to work. Firstly, we should be 
able to provide more understandable components. And secondly, we should provide 
some automated or semi-automated assistance for composing such components. In 
this paper, we particularly focus on this latter aspect. 

In the first part of the paper, however, we are going to introduce the Task Oriented 
(TO) approach that tends to provide more understandable components. This innova-
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tive approach proposes a way to construct high-level components that could be more 
easily integrated afterwards, especially thanks and through the use of tasks models. 
Following this approach, we propose to realize the integration of high-level compo-
nents inside a global environment through the assembling of their individual tasks 
model in the more global task of the integrating environment. Even if interesting, this 
proposition raises some questions. We particularly focus in this paper on the means 
that could help or assist the realization of the merging between several tasks models. 
In the second part of the paper, we present a solution that has been developed during 
previous work about how to compose XML trees thanks to specific operators. Since 
the tasks models of our components are described in XML documents, we propose in 
the third part of the paper to adapt the XML tree composition solution to the merging 
of several tasks models. This proposition tends to assist the composition of high-level 
components that have been developed according to the TO approach. Finally, we 
illustrate this proposition with an example of high-level component composition 
through the assisted merging of their individual tasks models. 

2 The Task-Oriented Design Approach 

Software components composition is a large and complex research area. Besides, 
many technical solutions try to give it answers. For example, distributed components 
such as CORBA components [13], EJB (Enterprise JavaBeans) [1], or Web Services 
[4] have been conceived with the perspective of their future integration. Some of them 
are associated with composition languages [12] that allow the fine integration of these 
components or services inside software applications. One can notice that such techni-
cal solutions are exclusively usable by software development experts, especially be-
cause of their complexity, of their implementation cost and of the specificity of the 
used techniques [5]. However, these different methods follow the same principle: it is 
possible to dynamically discover objects on the Internet, to instantiate them, to dis-
cover their public methods and eventually their event channels, and to determine how 
the global environment will integrate and pilot them (through specific methods calls). 
Even if very useful, these mechanisms mainly bring a solution to the technical dimen-
sion of the problem. Indeed, the fact of finely and dynamically integrating a tool not 
only supposes that we are able to use it, but also that we understand how to use it. 
And even if some documentation supports — like the Javadoc for Javabeans compo-
nents, or WSDL descriptions for Web services — may exist, this problem of semantic 
still remains. Every developer has been faced with this problem: introspecting the list 
of the public methods of a specific component, even with their documentation, is 
generally not sufficient in order to finely realize its integration: knowing the methods 
does not tell you — for instance — in which order you have to call them for this 
component to work properly. The Task Oriented approach is intended to give an an-
swer to the semantic lack in high-level components and to raise the abstraction level 
of their composition.  

Our approach is to consider that each high-level component aims at supporting a 
specific kind of activities. Our goal is to provide the means to contextualize the many 
tools or components involved in the realization of a global task. In other words, the 
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global environment has to manage what we call the inter-activities [8], i.e. the links 
existing between the activities supported by the many tools integrated in a global 
environment in order to support a composed and global activity. We consider then 
that each component supports the task it has been designed for. Indeed, the designer 
of a specific tool or high-level component has created the underlying mechanisms and 
its interface in order to propose an adequate support for a specific generic task. Thus, 
a mailing component supports the realization of mailing tasks; a chat component 
supports synchronous discussion activities, etc. So we can consider that contextualiz-
ing a tool is equivalent to contextualizing an existing task into the frame of a more 
global task, such as Co-writing an article for HCI-International, where a mailing tool 
may be associated with a word processor, a chat and other tools. In order to facilitate 
this contextualization and to bring an answer to the dynamic integration problems, we 
propose to better use the component’s tasks model, a kind of missing link that gener-
ally disappears between the design stage and the delivered code. 

Actually, tasks models are generally used at the beginning of the software devel-
opment process. But their use progressively fades during the process and finally dis-
appears behind an object-oriented design approach inspired by the computer engineer-
ing background. This classical software design approach tends to transform tasks 
models into objects models, from which emerges implicitly the class-based structure 
of the produced component. The original tasks model is swamped, implicitly in-
scribed in the complexity of the produced source code. Indeed, task-oriented ap-
proaches are slightly used – or even not used at all – during the design and develop-
ment cycle, namely after the requirements collection and analysis.  

Nevertheless, at the stages where they are used, tasks models often serve, as shared 
objects, to help a better communication between the many actors (including the future 
users) implied in the complex software development process. Tasks models also con-
tain useful information describing the functioning of the tool and serve a better under-
standing of it. The Task Oriented design approach tends to keep the benefits of tasks 
models during the whole software development process and even during composition 
or integration stages. In order to facilitate high-level component composition, the TO 
approach proposes to include the tasks model of a component within it [9]. This ap-
proach consists in the explicit preservation of the links between the functional source 
code and the tasks model it is based on. The Figure 1 summarizes part of the architec-
ture of a high-level component developed according to the TO approach — or TO 
component. Not only the embedded tasks model adds some semantics to the compo-
nent and should help in its understanding, but it could also be used for its integration. 
Thus, the developer of a specific component could specify on its tasks model which 
parts (or subtasks) could be “shunted”, i.e. realized by the global environment. For 
example, in the chat component of the Figure 1, the “connect” subtask could be 
shunted by the global environment calling the connect() method with the right 
arguments, which may have for effect to ‘realize’ the “validate” subtask, and as a 
consequence the “connect” subtask, skipping the corresponding interface. The pur-
pose of this paper is not to describe in details how these links between the functional 
code and the tasks model are kept inside the TO component. Briefly said, the tasks 
model, described in a XML document, contains some information about the tasks that 
can be realized through the call of a specific method by any global environment inte-
grating this component. For such tasks, a specific field indicates which method it 
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corresponds to. These specific methods are grouped together into a kind of wrapper 
class so that the global integrating environment can do the appropriate calls to pilot 
the component. Such TO components are then developed with their future integration 
in mind, since the designers/developers are able to put in them the appropriate meth-
ods that will shunt some of their subtasks and then adapt their behavior. 

 
Fig. 1. Architecture of a TO component 

Therefore, high-level component composition could be realized through the com-
position, or merging, of several tasks models in a more global one, supposing that 
these components are “TO components” that include their tasks model. The global 
environment, managing the global task, could integrate the many tools by integrating 
their tasks models. One of the benefits of this approach is that it raises the abstraction 
level required for assembling components. It removes the need to look at the public 
methods of the component and to understand how to call them in order to properly 
integrate the component, since this information is obtained through the tasks model.  

The purpose of this paper is to propose means that can help this integration of tasks 
models and the merging of parts of them. The solution we propose is inspired by 
results obtained in the domain of XML tree composing applied to the merging of 
graphical user interfaces. We now introduce these previous results before presenting 
how we use them for TO components merging.  

3 XML Tree Composing 

A tasks model can be expressed in XML. The XML document can be associated to 
algebra tree. We propose to use the tree algebra to manipulate the XML document in 
which the tasks model is written. The TAX model (Tree Algebra for XML) [6] de-
fines a data tree as a rooted, ordered tree, such that each node carries data (its label) in 
the form of a set of attribute-value pairs. Each node has a special, single valued attrib-
ute called tag whose value indicates its type. A node may have a content attribute 
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representing its atomic value. Each node has a virtual attribute called pedigree drawn 
from an ordered domain. The pedigree carries the history of “where it comes from”. 
Pedigrees play a central role in grouping, sorting and duplicate elimination. 

Originally proposed for database management, this model is also well suited to 
manipulate XML documents from Human-Computer Interaction domain. In [7], for 
instance, some operators (such as Union, Fusion, Selection, Difference, Equals opera-
tors) have been adapted in order to manipulate Graphical User Interfaces (GUIs) de-
fined with the UsiXML UIDL [10] based on XML. Besides, a plug-in (Com-
posiXML) has been developed for the GrafiXML editor to compose GUIs [7].  

The following example illustrates how this principle of XML tree composing based 
on the TAX model and applied to GUIs works. The Figure 2 shows the tree represen-
tation of a Union operator applied on two input interfaces. This result is operated from 
two XML trees in the case of horizontal union (this layout precision is specific to the 
Concrete User Interface Operator). The input interfaces and the resulting one (Final 
User Interface on java platform) are presented in the Figure 3. The Union operator 
creates a new window, whose width is equals to the sum of the two input windows’ 
width. It also adds a box in the tree to indicate the new type of layout (horizontal in 
this example). Then the duplicates are deleted; for instance, as the two buttons Save 
and Close appears on each form, they will be deleted from one of them (this choice — 
which ones will be deleted — is made by the user). To do this, the algorithm uses the 
tag “default value” and the content associated to compare the element. It uses the 
pedigree to know if the parent elements are repetitive. In the example, the box (with 
type = horizontal) is repetitive if the children are two buttons with default value 
equals to Save and Close; to do that, the pedigree is used. 

 
Fig. 2. The tree resulting from the application of a Union operator on two interfaces. 

 
Fig. 3. Union of two user interfaces without repetition of common part. The resulting interface 
is described by the tree of the Figure 2. 
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We think that this principle based on tree algebra can also be applied at a higher 
level, at the tasks model level. That is what we now illustrate through an example, 
showing how the XML tree composing approach can assist the TO components com-
position problem.  

4 Tasks Models Merging Using Composition Operators 

4.1 The composition problem 

First, we start from the assumption that we have at our disposal two components — a 
chat tool and a shared whiteboard — that have been developed according to the Task-
Oriented design approach. The architecture of each of these two final stand-alone 
components is then similar to the one illustrated on the Figure 1. As we said in this 
previous part, the use of tasks models should ease the composition of such compo-
nents. Indeed, assembling such components, in which the tasks model is linked to the 
functional code, can then be realized through the integration, or linkage, of their indi-
vidual tasks models in a more global tasks model, the one of the global environment. 
As each individual tasks model is linked to the code of the component it describes, the 
global environment will be able to know which methods to call in order for this com-
ponent to be properly integrated. The introduction of the composition principle based 
on tree algebra will provide assistance for realizing this integration, by helping to 
merge several subtasks.  

The embedded tasks models of these two high-level components appear in the Fig-
ure 4. Both may include a specific and similar connection subtask corresponding to a 
specific interface asking the user for his/her login and password (and eventually other 
information specific to each component,  like the channel for the chat,  or the board to 

 
Fig. 4. Similar parts between the Chat tasks model and the White board tasks model. Thanks to 
the algebra tree composition approach, we want to assist the merging of these two subtasks so 
that the global environment integrating the two components may take in charge simultaneously 
the two connection processes.  
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join for the whiteboard). If we integrate these tools in the global environment without 
any specific merging, the environment will just launch the tools without any particular 
configuration, and the user will have to identify him/herself twice (once for the chat, 
and once for the white board, since they both have their own similar “connect” or 
“identification” subtask which is required). We propose a mechanism in order to 
assist the integration of these tasks models by merging the appropriate subtasks. 

4.2 Tasks models composing using tree algebra 

We can imagine several scenarios of composition. In this paper, we focus on the fol-
lowing one: we want the global environment to do the connection phase (that means 
the “connect” subtask for the chat, and the “identification” subtask for the white-
board) at the very beginning; after that, the user will be able to use both tools in paral-
lel. If we look at the tasks models of these two components (see Figure 4), we under-
stand that assisting this scenario will consist in: 1) extracting the two subtasks or sub-
trees tied to the connection processes; 2) merging these two subtasks in one; and fi-
nally 3) plug into the global tasks model the three resulting sub-models (the one con-
taining the result of the merging, and the tasks models of the two components). In 
order to realize this, we adapt the tree composing approach presented before.  

The tasks models are described and stored in XML documents. The first step con-
sists in transforming them in XML trees. The Figure 5 illustrates this transformation 
applied to the tasks model of the chat component. These XML trees serve as the basis 
to the assisted composition. According to our scenario, we want to merge the Connect 
subtask of the chat and the Identification subtask of the whiteboard. From the tree 
algebra and the work we have presented in part 3 about GUI composition, it corre-
sponds to the Union operator.  

 
Fig. 5. Part of the XML tree obtained by transformation of the tasks model of the chat compo-
nent. Some examples of the key concepts used during tree algebra transformation appear on it: 
(a) a tag, (b) a tag’s content, and (c) a pedigree.  
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There are many ways to implement a Union operator between two trees. The more 
immediate possibility consists in creating a new tree where the root’s identifier is 
equal to the name of the global task; then a subtask is created and the two input trees 
(corresponding to the tasks models of the two TO components) are just plugged into 
this subtask. However, this basic solution does not do any merge between the similar 
connection subtasks of each component; it does not manage the problem of the repeti-
tive connection process. A second alternative consists in deleting one of the two simi-
lar subtasks. It was the choice made for the implementation of the Union operator in 
the frame of GUIs composition (cf. part 3). In this case, two solutions are possible: 
either we choose to delete the connect subtask of the Chat, or the identification sub-
task of the shared whiteboard. But in both solutions, a problem remains: in the global 
environment, the user should be able to use the two components in parallel. If we 
delete one of the two similar subtasks — the connect subtask of the Chat for example 
— and do every necessary connection in the remaining one — the identification sub-
task of the whiteboard —, the resulting tree is not coherent; indeed, the Chat task may 
be initiated before the connection which stands in the whiteboard. The enabling rela-
tionship between the “connect” and the “use” subtasks of the Chat forbids this solu-
tion. The other solution — keeping the Chat connection and removing the whiteboard 
identification — presents the same problem.  

The algorithm we propose in order to implement the Union operator between two 
tasks trees is the following. It first creates a new sub tree that will contain the merging 
of the two similar subtasks. This merging is possible since both connection subtasks 
have a similar structure. The algorithm imports one of them in the new tree, and adds 
to it the missing subtasks appearing in the second one, according to their order in the 
corresponding input tree. In order to respect the enabling relationship between the 
connection subtask and the use subtask of each component, the created task must be 
placed before the integration of the components’ individual tasks models. Once the 
two subtasks have been merged, only one interface will be presented to the final user 
at the beginning, and s/he will fill the form only once. The task generated by the 
merging takes in charge the necessary methods calls on the two components in order 
for their own “connect” subtasks to be effectively realized. This is possible because 
each TO component contains the links existing between some tasks of their model and 
specific methods of their code (cf. part 2). The final resulting functioning is illustrated 
on the Figure 6 by the tasks model of the global environment that integrates the result 
of the merging process and the tasks models of the two components. As we can no-
tice, the enabling relationship is kept between the merged subtask that realizes the 
connection processes and the parallel use of the two TO components. 

This simple example illustrates what kind of merging this approach is able to real-
ize, depending on the choices of the user that will finally do the component assem-
bling. This proposition assists the integration of individual tasks models. If the person 
in charge of this integration specifies which subtasks are similar and should be 
merged (in our example, the two “connect” subtasks), our solution is able to merge 
these subtasks in one task in the global model, and eventually merge the correspond-
ing interfaces too. 
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Fig. 6. Part of the tasks model of the global environment after the merging process. It contains 
first the tasks model resulting from the merging process, and the two adapted tasks models of 
the integrated components. 

5 Conclusion and Future Work 

Providing means that will allow users to adapt their software environments by finely 
and dynamically integrating high-level components is truly a challenge. A first prob-
lem stands in the fact that components are generally hardly understandable. We have 
presented the Task-Oriented approach that proposes a new way to construct more 
understandable high-level components, especially thanks and through the use of tasks 
models. Assembling TO components means then, according to this approach, com-
posing tasks models. In order to assist this integration, we have proposed a mecha-
nism inspired by previous work on tree algebra applied to GUIs composition. TO 
components’ individual tasks models are described in XML documents. Assembling 
tasks models can then be seen as assembling XML trees. Tree operators can then be 
adapted to this specific domain. We have illustrated this approach with an example: 
the integration of two TO components with the automatic merging of two similar 
subtasks they share. The tasks models are transformed into trees, on which we apply a 
Union operator that merges the identified similar subtasks. The resulting tasks models 
are then integrated in the global model of the integrating environment. Even if this 
example seems to be very specific, it can be extended to other operators and tech-
nologies. The only requirement is that the high-level components have to be devel-
oped according to the TO approach. We now pursue our efforts in order to generalize 
this approach and provide a more efficient assistance to high-level component compo-
sition by users.  
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